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**1. Introduction**

Le module 5 de notre projet HuffPyZip constitue l’aboutissement fonctionnel de l’ensemble des modules précédents. Il offre à l’utilisateur une interface interactive (graphique ou ligne de commande) lui permettant de compresser ou de décompresser des fichiers grâce à l’algorithme de Huffman, tout en affichant les résultats essentiels comme le taux de compression et le temps d'exécution. Ce rapport détaille le fonctionnement, les choix techniques, les fonctionnalités principales et les connaissances acquises durant le développement de ce module.

**2. Objectifs du module**

Les objectifs principaux du module 5 sont les suivants :

* Offrir une **interface conviviale** à l'utilisateur pour lancer les actions de compression et décompression.
* **Afficher des informations utiles** : taux de compression, temps de traitement, fréquence des octets.
* **Gérer les erreurs** de manière robuste (fichier introuvable, format incorrect, etc.).
* Mettre en pratique des **compétences de développement Python avancé**, notamment avec CustomTkinter pour l’interface graphique, et argparse pour l’interface CLI.
* Intégrer et **centraliser les modules précédents** (analyse de fréquence, arbre de Huffman, compression, décompression).

**3. Description technique**

**3.1. Interface graphique (GUI)**

L'interface graphique a été développée avec la bibliothèque **CustomTkinter**, qui offre un design moderne et facilement personnalisable.

**Principales fonctionnalités intégrées :**

* Sélection de fichier à compresser ou à décompresser via une boîte de dialogue (filedialog.askopenfilename).
* Boutons d’action : "📦 Compresser", "📤 Décompresser", "❌ Terminer".
* Affichage dynamique dans un log (zone de texte défilante) :
  + Fréquence des octets (triée)
  + Statut de l’opération (succès, échec)
  + Taux de compression (calculé en %)
  + Durée du traitement (en secondes)
* Barre de progression (CTkProgressBar) pour indiquer l'avancement.

Le fichier compressé est sauvegardé avec l’extension personnalisée .huff, ce qui facilite la gestion par l’utilisateur.

**3.2. Backend intégré**

Les fonctions de compression/décompression intégrées dans main\_cli.py reposent sur :

* calculate\_frequencies() : génère un dictionnaire de fréquence des octets.
* PriorityQueue et Node : construction d’un arbre de Huffman binaire.
* generate\_codes() : dictionnaire binaire codant chaque octet.
* Écriture et lecture de fichiers binaires avec gestion du **padding** (complément à 8 bits).
* Extraction des données originales depuis l’arbre Huffman reconstruit à la décompression.

**3.3. Calcul du taux de compression**

Le taux est calculé automatiquement :

python

CopierModifier

original\_size = os.path.getsize(file\_path)

compressed\_size = os.path.getsize(output\_path)

rate = (1 - compressed\_size / original\_size) \* 100

Il permet de mesurer la performance de la compression selon le contenu initial.

**4. Gestion des erreurs**

Le module prend en compte plusieurs scénarios d’erreurs :

* **Fichier non sélectionné** : empêche l’utilisateur de continuer sans sélection.
* **Fichier non lisible** ou format invalide : exception capturée et message d'erreur via messagebox.showerror.
* **Erreurs internes** comme des octets non reconnus par le dictionnaire Huffman.

Ces protections garantissent une meilleure robustesse de l’application.

**5. Interface ligne de commande (CLI) – Auto-apprentissage**

En complément de l’interface graphique, le module prévoit une interface **en ligne de commande** à développer avec le module argparse, permettant d’exécuter :

bash

CopierModifier

python main\_cli.py -a compress -i fichier.txt -o fichier.huff

python main\_cli.py -a decompress -i fichier.huff -o fichier.txt

Cela permettrait une intégration future dans des scripts automatisés ou des serveurs sans interface graphique.

**6. Difficultés rencontrées et solutions**

| **Problème** | **Solution mise en place** |
| --- | --- |
| Mauvaise reconstruction de l'arbre Huffman lors de la décompression | Relecture rigoureuse de la structure de l'arbre binaire à partir de la table de fréquences |
| Gestion du padding pour les bits non alignés sur 8 | Ajout manuel de zéros et retrait via un octet de "padding" stocké dans le fichier compressé |
| Compression de fichiers binaires non-textuels (PDF, images) | Manipulation en mode 'rb' pour tous les fichiers entrants et sortants |

**7. Résultats et observations**

Les tests ont été réalisés avec plusieurs fichiers (.txt, .pdf, .docx). Les résultats montrent un taux de compression variant en moyenne entre **35% et 60%**, en fonction de la redondance des données.

Le temps d'exécution reste **inférieur à 2 secondes** pour des fichiers de moins de 1 Mo, ce qui valide la bonne efficacité de l’implémentation.

**8. Conclusion**

Le module 5 constitue le point de jonction entre l’utilisateur et les algorithmes de compression. Il met en lumière non seulement l’intérêt pratique des algorithmes de Huffman, mais aussi l’importance d’une bonne interface utilisateur dans un logiciel.

**Compétences acquises** :

* Maîtrise de la gestion de fichiers binaires
* Utilisation avancée de tkinter et customtkinter
* Traitement des erreurs, encodage binaire, performance logicielle
* Construction d’une application complète de compression, prête à être utilisée